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Computing the boundary surface of the 3D volume swept by a rigid or de-
forming solid remains a challenging problem in geometric modeling. Existing
approaches are often limited to sweeping rigid shapes, cannot guarantee a
watertight surface, or struggle with modeling the intricate geometric features
(e.g., sharp creases and narrow gaps) and topological features (e.g., interior
voids). We make the observation that the sweep boundary is a subset of the
projection of the intersection of two implicit surfaces in a higher dimension,
and we derive a characterization of the subset using winding numbers. These
insights lead to a general algorithm for any sweep represented as a smooth
time-varying implicit function satisfying a genericity assumption, and it
produces a watertight and intersection-free surface that better approximates
the geometric and topological features than existing methods.
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1 Introduction

A sweep volume refers to the space swept by a moving, possibly trans-
forming and deforming, solid shape (called a brush) over time. In
solid modeling, sweeping is a classical and intuitive design metaphor,
and intricate shapes can be created by combinations of brush shapes
and sweep motions (see Figure 1). Other applications of sweep
volumes include simulating machine milling results, computing
workspace in robotics, and performing continuous collision detec-
tion in motion planning [Abdel-Malek et al. 2006].

Modeling the boundary of a sweep volume has proven to be a
daunting task. As the sweep boundary is characterized by the solu-
tion of non-linear equations [Martin and Stephenson 1990], exact
computation is infeasible except for simple brush shapes and sweep
motions. Even approximating the sweep boundary is challenging
due to its unique geometric and topological features. First, the sweep
boundary may not be a smooth surface, since sharp creases can ap-
pear where instances of the brush at different times collide with
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Fig. 1. The sweep boundary computed by our method for sweeping an
implicit surface (the Fertility) along a down spiral while offsetting the sur-
face inward at the same time, changing its shape and topology. Showing
the surface with plain color (left), colored by time (middle), and in trans-
parency (right). Our method produces a watertight, intersection-free surface
equipped with sharp creases (metal wires).

each other (e.g., metal wires in Figure 1 and green curves in Figure 2
(b)). Second, different parts of the sweep boundary may become very
close to each other, creating narrow gaps (see Figure 6 (b)). Lastly,
the sweep boundary may consist of multiple connected components,
some of which enclose “voids” that are not connected to the outside
(see Figure 2 (b)). While the geometric features are important for
shape design, detecting voids is essential for collision detection and
workspace computation.

Despite decades of research, it remains challenging to approxi-
mate these topological and geometric features for arbitrary brush
shapes and deformations while ensuring a watertight and intersection-
free surface (see review in Section 3.1). While volumetric methods
can be applied to a broad range of sweeps and produce a closed
surface, the use of a grid fundamentally limits their ability to model
fine geometric details, resulting in rounded creases (Figure 2 (c,d))
and artifacts at narrow gaps (Figure 6 (c,d)). While such details are
better approximated by mesh-based methods, such methods are cur-
rently limited to simple (e.g., affine) sweep motions, may produce
gaps and self-intersections, and omit the interior voids.

In this paper, we present a new method for surfacing sweep
boundaries in 3D that improves existing methods in generality,
robustness, and feature awareness. Our method works on any gen-
eralized sweep that is represented by a smooth 4D implicit function.
The representation accommodates a wide range of deformations
during sweeping, including those with topological changes (Figure
1). Our method better approximates the interior voids, sharp creases
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(a) sweep

#v: 109,121 #t: 221,008 56.6 sec
(b) ours

#v: 119,465 #t: 238,908 136.2 sec
(c) [Sellan 21]

#v: 749,476 #t: 1,498,928 766.65 sec
(d) [Sellan 21]

Fig. 2. Comparing sweep boundaries computed by our method (b) and the volumetric method of [Sellan et al. 2021] at grid cell size 0.005 (c) and 0.002 (d) on a
moving and flipping torus (a), showing the exterior surfaces (top) and cut-away views (middle) with zoom-ins on a sharp crease and a void (bottom). While
[Sellan et al. 2021] produces rounded creases, even on a fine grid, our method keeps the creases sharp.

and narrow spaces than existing methods while ensuring a closed
and intersection-free surface (see Figures 2 (b) and 6 (b)).

Our method combines elements from both volumetric and mesh-
based methods. Like many mesh-based methods, our method com-
putes and trims a superset of the sweep boundary, known as the
envelope [Pottmann and Peternell 2000; Wang and Wang 1986]. To
make the process robust and general, we make two key observa-
tions (Section 4). First, an envelope in R3 is the projection of the
intersection of two implicit hypersurfaces in R*, which we call the
lifted envelope. This observation enables robust computation of the
envelope via iso-surfacing. Second, the subset of the envelope that
lies on the sweep boundary can be simply characterized as those
bounding regions with 0 winding number, if the envelope is prop-
erly oriented. Leveraging existing packages for mesh arrangement
and winding numbers [Zhou et al. 2016], this observation makes
the trim step simple to implement and numerically robust.

The core of our method is a grid-based algorithm that computes
the lifted envelope, a 2-manifold at the intersection of two level
sets in 4D (Section 6). Our tailored algorithm improves the triangle
quality of existing methods for discretizing vector-valued level sets
in high dimensions (see review in Section 3.2), and it ensures a
correct orientation needed for trimming. Coupled with adaptive
grid refinement (Section 7), our algorithm can be applied to sweep
boundaries with complex topology and geometry.

To summarize, our work makes the following theoretical and
algorithmic contributions:

(1) A novel characterization of the sweep boundary, based on
level set intersection and winding numbers, that applies to
generalized sweeps in any dimension.
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(2) An algorithm for computing sweep boundaries in R that
is more robust than mesh-based methods and better models
sharp and narrow features than volumetric methods.

(3) A method for computing the lifted envelope in R* that im-
proves the mesh quality of existing methods for discretizing
vector-valued level sets in higher dimensions.

2 Preliminaries

We review the definitions and properties of sweeps that are essential
for our paper. More comprehensive and in-depth discussions can be
found in classical works such as [Abdel-Malek and Yeh 1997; Black-
more and Leu 1992; Erdim and Ilies 2007; Martin and Stephenson
1990; Pottmann and Peternell 2000].

2.1 Defining sweeps

We consider a generalized sweep (or simply a sweep) in R" defined
implicitly by a smooth (at least C?) (n + 1)-dimensional sweep func-
tion f(x, t), where x is a point in R” and ¢ is a scalar time in the
unit range [0, 1]. The brush at time ¢ consists of all points x where
f(x,t) < 0. The sweep volume consists of all points in R” that are
inside the brush for some ¢ € [0, 1], and the boundary of the sweep
volume is known as the sweep boundary.

As a special case, consider a “rigid” sweep where the brush shape
translates and rotates over time. Let b(x) be the implicit function
of the brush at time 0, T(¢) and R(t) be the translation vector and
rotation matrix as functions of ¢ (that is, a point x at time 0 is moved
to location T(t) + R(¢) - x at time t). This sweep can be expressed
by the following sweep function,

Fea) =b(R™ (1) - (x = T(1)). 1)
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Fig. 3. Left: Cross-sections of the 3D sweep function that defines a 2D disk
translating over time. Right: The sweep volume (shaded) and boundary
(thickened).

Figure 3 illustrates an example of this special case for n = 2, where
the brush is a circular disk that translates along a curve. Due to the
simplicity of this example, we will use it as a running example in
our discussions.

In general, the brush may change its shape over time, even altering
its topology (e.g., splitting or merging). As a result, our generalized
sweep definition is broader than the sweep with general deformations
[Blackmore et al. 1994], which is limited to brush deformations
defined by diffeomorphisms.

2.2 Characterizing sweep boundary

The sweep boundary can be defined implicitly as the zero-level set
of the following function,
f*(x) = min f(x,1). (2)
tef0,1]

This is because x is inside the sweep volume when f(x, ¢) < 0 for
some ¢ € [0, 1], which happens if and only if min;c[q 1] f(x, ) < 0.
Note that f* is continuous but not smooth. In particular, it is not
smooth where the minimum is attained by more than one ¢. The
non-smoothness of f* is manifested on the sweep boundary as sharp
features, such as corners for n = 2 and crease curves for n = 3.

Alternatively, the sweep boundary can be defined as a subset of
another structure. Consider the lifted sweep volume defined as the
set of points {x, t} in R™! where f(x,t) < 0, whose boundary will
be called the sweep set. Intuitively, the sweep volume in R" is the
“shadow” of the lifted sweep volume viewed in time, and the sweep
boundary in R” is the projection of the “silhouette” of the sweep set
(see Figure 4 (a)). Points {x, t} on this silhouette satisfy f(x,t) =0
(as they are on the sweep set) and additional equality or inequality
on the derivative of sweep function in time, f’(x,t) = 9f (x, t)/dt,
depending on the value of ¢:

(1) 0 <t <1land f'(x,£) =0.

(2) t=0and f’(x,0) > 0.

(3) t=1and f'(x,1) < 0.

If the sweep is defined by a diffeomorphic map, points satisfying
these conditions are known respectively as grazing, ingress, and
egress points [Blackmore and Leu 1992]. To be consistent with the
nomenclature in this work, we shall call them the contour, bottom
cap, and top cap, and their union the lifted envelope (Figure 4 (a)).
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Fig. 4. Left: The 3D lifted sweep volume bounded by the sweep set, whose
silhouette is the lifted envelope (made up of the contour, bottom and top
caps). Right: The lifted envelope projects to the envelope, which contains
the sweep boundary (see Figure 3 (b)) as a subset.

While every point on the sweep boundary is the projection of
some point from the lifted envelope, the reverse is not necessarily
true. The projection of the lifted envelope in R” is known as the
envelope, a possibly self-intersecting structure that has the defining
property that each point on the envelope is tangent to the brush
at some time. The envelope can be similarly defined using Sweep
Differential Equations [Blackmore and Leu 1992; Blackmore et al.
1997] or Jacobian rank deficiency [Abdel-Malek et al. 2001; Abdel-
Malek and Yeh 1997]. The sweep boundary is the subset of the
envelope that is not interior to the sweep volume (see Figure 4 (b)).

2.3 Singularities

Besides self-intersections, the envelope may contain non-smooth
features known as singularities. These features are projections of
points on the lifted envelope with vanishing high-order derivatives.
Specifically, an envelope point x is called singular if there exists
some t € (0, 1) such that {x, ¢t} is on the contour part of the lifted
envelope (i.e., f(x,t) = f'(x,t) = 0) and f”'(x,t) = 0, where f”’
indicates the second order partial derivative in ¢.

Singularities on the envelope can be further classified by the
highest order of vanishing derivatives (if such derivatives exist). A
singular point x is called a cusp if f(x,t) = f'(x,¢) = "' (x,t) =0
but f""’(x,t) # 0 for some t. Generically, the set of cusp points has
dimension n — 2, such as isolated points in n = 2 (Figure 5 (b)) and
curves in n = 3 (Figure 5 (e)). Note that cusps do not lie on the
sweep boundary. This is because the function fi(s) = f(x,s) has
a stationary point of reflection at s = t. Such points are not local
extrema (see Figure 5 (c)), and hence f(x,s) is negative in some
neighborhood of s = ¢, implying that x is inside the sweep volume.

We call a singular point x a pinchif f(x,t) = f'(x,t) = "' (x,t) =
f""(x,t) = 0 but f""”(x,t) # 0 for some t. The set of pinch points
generically has dimension (n — 3), such as isolated points in n = 3
(Figure 5 (e)). Unlike cusp points, a pinch point could lie on the
sweep boundary. This is because fx(s) = f(x,s) has an point of
undulation at s = t, which is a local extremum (see Figure 5 (f)). We
refer readers to classical works such as [Arnold et al. 1986; Whitney
1955] for in-depth discussions on singularities in mappings.
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Fig. 5. Top: a 2D sweep (a), its envelope (b) with cusp points (magenta), and
a function (c) with a stationary point of inflection (magenta). Bottom: the
envelope (d) of the 3D sweep (see Figure 6 (a)), a cut-away view (e) revealing
the cusp curves (magenta) and pinch points (green), and a function (f) with
a point of undulation (green).

3 Related Works
3.1 Computing sweeps

Sweep volumes have been extensively studied in the past few decades
[Abdel-Malek et al. 2006]. We briefly review representative compu-
tational methods with an eye towards their robustness, generality,
and ability to approximate geometric and topological features.

3.1.1  Volumetric methods. These methods discretize the sweep
boundary on a volumetric grid to separate grid points that are inside
and outside the sweep volume. To determine whether a grid point x
is inside, many methods follow the implicit definition of the sweep
boundary (Equation 2) and compute the signed value f*(x) either
by discrete sampling (known as stamping) [Himmelstein et al. 2009;
Schroeder et al. 1994; Sourin and Pasko 1995; von Dziegielewski
et al. 2010] or root-finding [Sellan et al. 2021; Sourin and Pasko
1995]. While stamping introduces either aliasing artifacts (at low
grid resolutions) or large computational cost (at high resolutions),
root-finding produces smoother surfaces and can be made efficient
using tracing techniques such as space-time continuation [Sellan
et al. 2021]. Alternatively, a discrete inside/outside label at x can
be obtained by either intersecting the reverse sweep trajectory at x
with the brush at time 0 [Erdim and Ilies 2008, 2010; Ilies and Shapiro
1999; Rossignac et al. 2007] or propagating the labels from the out-
side towards an initial surface (as part of a mesh-based method)
[Kim et al. 2003; Peternell et al. 2005; Von Dziegielewski et al. 2013;
Zhang et al. 2009]. However, the former is limited to sweeps with
reversible trajectories, and the latter cannot recover interior voids.

A common drawback of volumetric methods is their limited abil-
ity to model fine geometric features, such as sharp creases and
closed-by surface parts, due to a finite grid resolution. They tend to
create rounded creases and artifacts near narrow spaces, as shown in
Figures 2 (c) and 6 (c). While using finer grids can improve the sharp-
ness and reduce artifacts, these issues never truly go away, and this
comes at the cost of significantly increased compute time and output
size, as shown in Figures 2 (d) and 6 (d). While feature-sensitive
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iso-surfacing methods can be used, such as Dual Contouring [Ju
et al. 2002], they require additional information (e.g., normals) that
can be difficult to obtain precisely for sweep boundaries.

3.1.2  Mesh-based methods. These methods work by creating a set
of candidate surfaces, which contain the sweep boundary, then
trimming away the unwanted parts. We will separately discuss
methods that address each task.

A natural choice of the candidate surface is the envelope, as re-
viewed in Section 2.2. Since the envelope is described by the solution
of non-linear equations [Martin and Stephenson 1990], exact com-
putation is only possible for simple brush shapes and sweep motions
[Adsul et al. 2014, 2015; Kieffer and Litvin 1991; Machchhar et al.
2017; Rabl et al. 2008; Wang and Wang 1986]. Even approximating
the envelope is challenging, due to its self-intersecting structure and
singularities (see Section 2.3). Many methods construct the envelope
from points on the moving brush that are tangent to the envelope,
known as characteristic curves. These methods either sample the
curves as scattered points and then perform point-based surface
reconstruction [Blackmore and Leu 1992; Peternell et al. 2005], or
directly connect curves from adjacent time points into triangle strips
[Madrigal and Joy 1999; Yang and Abdel-Malek 2005] or skinned
parametric surfaces [Rossignac et al. 2007; Weinert et al. 2004; Xu
et al. 2007]. However, the connecting approach fails on complex
sweeps where the characteristic curves change significantly in shape
and topology over time.

Another type of candidate surface is the union of sweeps of the
boundary elements (e.g., edges and triangles) of the brush, which is
also known to contain the sweep boundary [Weld and Leu 1990].
Current methods for computing such candidate surfaces, however,
are limited to specific types of sweeps, such as a triangle mesh under-
going translation and rotation [Abrams and Allen 1995; Campen and
Kobbelt 2010; Kim et al. 2003; Von Dziegielewski et al. 2013; Zhang
et al. 2009] or a trivariate B-spline solid undergoing a parametric
transformation [Conkey and Joy 2000].

To trim away parts of the candidate surface that lie inside the
sweep volume, many methods employ front-propagation over the
arrangement of the surface [Abrams and Allen 1995; Campen and
Kobbelt 2010] or a volumetric grid [Kim et al. 2003; Peternell et al.
2005; Von Dziegielewski et al. 2013; Zhang et al. 2009], starting
from the outside of the sweep boundary. However, such propaga-
tion cannot reach interior voids, which are typically missing in the
output. Alternatively, point-wise classification (e.g., based on inter-
secting reverse trajectories with the brush) can be applied to prune
points or patches of the candidate surface [Blackmore and Leu 1992;
Blackmore et al. 1994, 1997, 1999; Weld and Leu 1990; Yang and
Abdel-Malek 2005]. However, naive pruning may result in gaps and
self-intersections on the output surface.

In summary, it remains challenging for mesh-based methods
to produce a water-tight, intersection-free sweep boundary with
interior voids for general brush shapes and motions.

3.1.3  Data driven methods. These methods learn to predict aspects
of a sweep, such as the volume measure [Chiang et al. 2020], or
a geometric representation of the sweep volume of a rigid sweep
[Marschner et al. 2023] or between a pair of robot configurations
[Baxter et al. 2020]. However, their success is limited to the range of
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Fig. 6. Comparing sweep boundaries computed by our method (b) and by [Sellan et al. 2021] at grid cell size 0.003 (c) and 0.001 (d) for a translating sphere (a).
Boxes highlight narrow regions on the boundaries, where our method produces fewer artifacts and sharper creases.

sweeps (e.g., robot type or brush shape) in the training set, making
them difficult to generalize to arbitrary brushes and motions.

3.2 Level set intersection in higher dimensions

The core of our method computes the intersection of the level sets of
two functions in 4D. While discretizing the level set of a scalar func-
tion in 2 and 3 dimensions has been extensively studied [De Aratjo
et al. 2015], much less work exists in higher dimensions or for mul-
tiple functions. Current methods for computing the level set of a
scalar function in R” extend standard techniques in 3D, such as
Marching Cubes and Marching Tetrahedra, to work on a decom-
position of R” into hypercubes [Bhaniramka et al. 2004; Castelo
et al. 2022] or simplices [Schwaha and Heinzl 2010]. These methods
produce a (n— 1)-manifold represented as a polyhedral or simplicial
complex.

The intersection of the level sets of k functions is generically a
(n — k)-manifold. One approach to compute it is to decompose R"”
into simplices and take the union of the intersection of k hyper-
planes within each simplex [Allgower and Schmidt 1985; Boissonnat
et al. 2023; Reia et al. 2025]. While efficient, this method can only
achieve linear accuracy within each simplex. Alternatively, one may
iteratively apply the method for computing the simplicial level set
of a scalar function over a simplicial domain [Min 2003; Weigle
and Banks 1996]. Starting from the level set of the first function,
this approach iteratively computes the intersection of the first i
functions, for i = 2,..., k, by sampling the i-th function and com-
puting its simplicial level set on the intersection of the previous
(i — 1) functions. The iterative approach achieves higher accuracy
as it evaluates functions at additional samples created by repeated
intersections. However, this comes at the cost of a larger number of
simplices and lower simplex quality with increasing k. Our method
takes the iterative approach but uses a different method to compute
the level set of the first function in R?, leveraging its unique proper-
ties to lower the number of triangles on the final 2-manifold while
improving their quality.

Efficient deployment of grid-based discretization requires a grid
that adapts its resolution to the geometry and topology of the level
set. While adaptive grid generation has been well-studied for dis-
cretizing level sets in low dimensions (2 and 3), relatively few meth-
ods are designed for discretizing the intersections of level sets. Most
of these methods are either specialized to low-degree polynomials
[Dupont et al. 2007; Mourrain et al. 2005; Schomer and Wolpert
2006] or require interval analysis [Allgower and Georg 1989; Bois-
sonnat and Wintraecken 2022; Diatta et al. 2019], making them
unsuited for general functions (e.g., not in analytical form). The
recent method of [Ju et al. 2024], based on iterative refinement of
a simplicial grid, is the only method we know that can be applied
to general functions in any dimension. We build on it to design an
adaptive grid generation scheme that is tailored to our computation
of the intersection of two 4D level sets.

4 Theoretical foundation

Before diving into our method over the next few sections, we first
discuss the theoretical insights that guide our method. Like many
mesh-based methods, we obtain the sweep boundary by computing
and trimming the envelope. To make the process general and robust,
we make two observations of an envelope in R™:

(1) The lifted envelope, whose projection is the envelope, lies at
the intersection of the zero-level sets of two implicit functions
in R™1 (Section 4.1).

(2) The winding number of a properly oriented envelope com-
pletely determines the subset of the envelope that forms the
sweep boundary (Section 4.2).

The first observation allows the lifted envelope (and in turn, the
envelope) to be robustly discretized by iso-surfacing. The second
observation enables simple and robust trimming of the envelope
by leveraging existing tools for computing mesh arrangement and
winding numbers. Both observations apply to a generalized sweep
in any dimension, which we shall detail next.

Our discussion assumes that the sweep function f : R**! — R is
generic (i.e., in general position). Specifically, recall that s a regular
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value of a differentiable scalar function h if the s-level set of h avoids
the critical points of h. We ask that 0 is a regular value of (i) f, (ii)
the time derivative function f”, (iii) f’ restricted to the zero-level
set of f, and (iv) each of (i,ii,iii) restricted to the hyperplanes at ¢ = 0
and t = 1. While conditions (iii) imply that the zero-level sets of
f and f” are both n-manifolds, (iii) ensures that their intersection
(i.e., the contour) is an (n — 1)-manifold, and (iv) further implies
that the union of the contour and caps (i.e., the lifted envelope) is an
(n — 1)-manifold. Furthermore, we assume that the lifted envelope
has a generic projection (i.e., the envelope), whose self-intersections
and singularities (see Section 2.3) have dimension n — 2.

4.1 Implicit representation of lifted envelopes

As reviewed in Section 2, the lifted envelope in R™! consists of
three parts, the contour, the bottom cap and the top cap. Each part is
the intersection of the sweep set (i.e., the zero-level set of the sweep
function f(x, t)) and some geometry implicitly defined by the time
t and the time derivative function f”(x, t). Specifically,

o The contour lies on the zero-level set of f”(x, t) in the range
0 < t < 1, which we call the contour set.

e The bottom cap lies on the zero-superlevel set of f”(x, ¢) at
t = 0, which we call the bottom cap set.

e The top cap lies on the zero-sublevel set of f/(x,t) att =1,
which we call the top cap set.

Since f is C?-continuous, and by our genericity assumptions, all
three sets are C'-continuous n-manifolds with boundaries. In ad-
dition, they share common boundaries defined by f/(x,t) = 0 and
t =0 or ¢t = 1, which are (n — 1)-manifolds. Therefore, the union of
the contour set and the two cap sets is a closed, piecewise smooth
n-manifold, which we call the silhouette set (see Figure 7 (a)). Note
that the silhouette (resp. contour, bottom cap, or top cap) set con-
tains the lifted envelope (resp. contour, bottom cap or top cap) of
any sweep function h(x,t) = f(x,t) + ¢ forc € R.

We can replace the piecewise definition of the silhouette set above
by the zero-level set of a single function, which will be more conve-
nient for analysis and computation. To do so, we define a silhouette
function g that extends f’ beyond the time range of [0, 1],

fl(xt), 0<t<1
glx,t) =4 1, t>1 (3)
-1, t<o0

Since g is not continuous at t = 0 and t = 1, we define its zero-
level set as the boundary of (the closure of) its zero-superlevel set.
It is easy to verify that the zero-level set of g coincides with the
silhouette set defined above. This definition also shows that the
silhouette set is orientable, as it partitions R™! into two regions
with different signs of g.

To summarize, the lifted envelope is the intersection of two im-
plicit surfaces in R™1, the zero-level set of the sweep function f
(a.k.a. the sweep set) and the zero-level set of the silhouette function
g (a.k.a. the silhouette set). This is illustrated in Figure 7 (b).
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Fig. 7. (a) The silhouette set of a 2D sweep (Figure 3) consisting of the
contour set (red), the bottom and top cap sets (blue). (b) The lifted envelope
as the intersection of the silhouette set and sweep set (gray). The insert shows
an outward tangent basis associated with a point on the lifted envelope. (c)
The outward-oriented envelope and the winding numbers in each connected
region. (d) The sweep boundary as the subset of the envelope bounding
regions with 0 winding.

4.2 Sweep boundary from winding numbers

We next introduce a combinatorial characterization of the sweep
boundary using the winding numbers of the envelope. The charac-
terization depends on a carefully chosen orientation of the envelope,
which we discuss first.

4.2.1 Orienting the envelope. Consider a point p on the smooth
portion of the (n — 1)-dimensional lifted envelope in R™! (ie.,
p is not on the boundaries shared by the caps and the contour).
An orientation of the lifted envelope at p can be expressed by a
basis of n — 1 tangent vectors, which we denote by 3. Since the
lifted envelope lies simultaneously on the level sets of the sweep
function f and silhouette function g, ¥ is orthogonal to both of their
gradients, denoted by Vf and Vg (if p is on the cap, where g is not
continuous, we direct Vg to point in the positive time direction).
Our genericity assumptions ensure that Vf and Vg are linearly
independent, regardless of whether p is on the contour or a cap,
which implies that {3, Vf, Vg} forms a basis of R"*1. We say that the
tangent basis X is outward if {2, Vf, Vg} forms a positively oriented
basis; that is,
det({Z, V£, Vg}) > 0.

As a special case, consider n = 2. The lifted envelope is a curve in
3D, and a tangent basis X consists of a single tangent vector along
the curve. The tangent vector is outward if it forms a right-handed
basis with V f and Vg, as shown in the insert of Figure 7 (b). In higher
dimensions, the outward rule can be intuitively stated as follows.
Consider the n-dimensional hyperplane T in R”*! that is tangent
to the level set of g (i.e., the silhouette set) at point p and whose
normal points towards the side where g is positive. An outward
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Fig. 8. Sweeping an annulus along a shorter (left) and longer (right) path,
showing the sweep volumes (top) and the outward-oriented envelopes
(bottom) with winding numbers.

basis ¥ defines an (n — 1)-dimensional hyperplane in T, tangent to
the level set of f (i.e., the sweep set), whose normal points towards
the side where f is positive. This rule will be used to guide our
discrete algorithm (see Section 6).

We can similarly define an outward orientation of the envelope
by projecting the outward tangent bases from the lifted envelope.
We call an envelope point regular if it is away from the singularities
and self-intersections. Our genericity assumptions ensure that most
points of the (n — 1)-dimensional envelope are regular, since the
singularities and self-intersections only have n — 2 dimensions. For
each regular envelope point x, there exists a unique time, tx, such
that {x,ty} is on the lifted envelope. Let 3 be a tangent basis at
{x,tx}, and ¥ its projection into R” by removing the (n + 1)th
coordinate in each basis vector. Then X, is a tangent basis of the
envelope at x. We say that X is outward if % is outward, and the
envelope is outward-oriented if each point is associated with an
outward tangent basis. See Figure 7 (c) for an example of an outward-
oriented envelope.

4.2.2 Defining the sweep boundary. With the orientation of the
envelope defined, we can now introduce our characterization of the
subset of the envelope that is the sweep boundary. Recall that the
winding number of a closed, oriented curve C in the plane around
a point x is the total number of times C travels counterclockwise
around x. The winding number can be generalized to higher di-
mensions based on the topological degree of a map [Outerelo et al.
2009]. Specifically, given a closed and oriented (n — 1)-manifold C in
R”, the winding number of C around a point x is the degree of the
continuous map from Cy, the radial projection of C onto the unit
n-sphere centered at x, to the unit sphere itself. The winding number
is always an integer and is constant for all points in a connected
component of space away from C. Our key observation is that,

THEOREM 4.1. The sweep boundary is the subset of the outward-
oriented envelope that bounds the space with winding number 0.

The proof is given in Appendix A. The key idea is to relate the
winding number to the number of disjoint time intervals during
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Fig. 9. 2D sweeps with complex trajectories (letters “h” and “k”) or topolog-
ical changes to the brush (right, from an annulus to a disk).

which a point is inside the brush. We call such intervals layers, as in
layers of brush strokes. We show that the number of layers, like the
winding number, is constant in each connected space away from
the envelope, changes by +1 as a point moves across the envelope,
and the sign is determined by the direction of movement relative
to the outward orientation of the envelope. The winding numbers
and the resulting sweep boundary are illustrated on our running
example in Figure 7 (c,d).

The outward orientation of the envelope is essential for our
winding-number-based characterization of the sweep boundary.
In the two sweeps shown in Figure 8, the envelope contains an
outer curve and an inner curve in both cases, but only the sweep on
the left has a void. In both examples, the zero-winding cells under
the outward orientation correctly identify the sweep boundary. We
demonstrate our characterization on a few more examples in Fig-
ure 9 where the brush either travels along a complex trajectory or
changes topology during sweeping. Such sweeps are challenging
for existing methods that classify envelope points by computing
reverse trajectories and intersecting them with the brush [Erdim
and Ilies 2008, 2010; Ilies and Shapiro 1999; Rossignac et al. 2007].

5 Method overview

The observations in the previous section suggest a two-stage method
for computing a discrete sweep boundary in R”, combining elements
from both volumetric and mesh-based methods:

o Stage 1 (volumetric): Compute the outward-oriented envelope
by computing the lifted envelope in R™"! as the intersection
of two level sets.

o Stage 2 (mesh-based): Compute the arrangement of the pro-
jected envelope in R™ and output the subset bounding cells
with zero winding.

For the case of n = 3, the second stage can be easily implemented
by leveraging existing methods for computing mesh arrangement
and winding numbers, such as [Zhou et al. 2016], with simple post-
processing. While these methods are numerically robust, they may
produce numerous spurious arrangement cells around the envelope
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Fig. 10. Computing the 2D envelopes by first extracting the iso-surface
(green) of f (right) or g (left) on the same tetrahedral grid and then com-
puting the iso-curve of the other function on the iso-surface.

singularities, where the intersecting triangles are nearly tangent.
We prune cells whose volume is smaller than a threshold. We also
extract the crease curves, where multiple arrangement patches meet,
and crease points at the ends or junctions of crease curves. They
are shown as green curves and red points in all our examples.

Our main algorithmic contribution lies in the first stage. We will
first introduce a grid-based algorithm for discretizing the intersec-
tion of two level sets in 4D, tailored to the lifted envelope (Section
6). We will follow up with a method to generate a grid with adaptive
resolution, in both space and time, through iterative refinement
(Section 7). Our method works for any “black-box” sweep func-
tion f(x, t) (satisfying the genericity assumptions in Section 4) that
provides the value and gradient at a query location x and time ¢.

6 Computing lifted envelopes

We describe an algorithm for computing a lifted envelope in R*
equipped with an outward orientation. Recall that the lifted envelope
is the intersection of the sweep set, which is the zero-level set of
the sweep function f, and the silhouette set, which is the zero-level
set of the silhouette function g (see Figure 7 (b)).

6.1 Motivation

A common approach for discretizing an intersection of two level
sets is to first compute the level set of one function, which produces
a codimension-1 manifold M, and then sample the other function
on M and compute the level set, which produces a codimension-2
manifold [Min 2003; Weigle and Banks 1996]. Our algorithm follows
this two-step approach but differs from existing methods in two
ways, as explained below.

6.1.1  Order of functions. While existing methods make an arbitrary
choice of which function to use in each step, the order of functions
(f — g versus g — f) matters for our problem. As discussed in
Section 2.2, the lifted envelope lies at the “silhouette” of the sweep set
as viewed in the time direction (see Figure 4 (a)). However, discrete
surfaces often give rise to jagged silhouettes [Liu et al. 2023]. This is
demonstrated on our 2D running example in Figure 10 (left), where
we follow f — g and compute M as the sweep set, the iso-surface

of f (using Marching Tetrahedron on a uniform tetrahedral grid).
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Fig. 11. The triangulated envelopes computed by iterative application of
simplex-marching (left) and our method (middle), without (top) and with
(bottom) grid snapping, on the same uniform simplicial grid in 4D. His-
tograms show triangle quality as the normalized area-length ratio.

Observe that its silhouette, or the iso-curve of g on M, is far from
being smooth, and neither is its projection, the envelope.

To extract smoother envelopes, we observe that points on the
lifted envelope tend to avoid the silhouette of the silhouette set. Such
a point {x, t} must satisfy f”/(x,t) = 0, implying that x is a sin-
gularity of the envelope. By our genericity assumptions, envelope
singularities have a lower dimensionality (n — 2) than the envelope
(n — 1). Furthermore, as discussed in Section 2.3, the only type of
singularities that may lie on the sweep boundary (i.e., pinch points)
is even more rare, generically two dimensions lower than the enve-
lope. Guided by the observation, we choose to first compute M as
the silhouette set and then the level set of f restricted to M. This
leads to smoother discretization of the lifted envelope, particularly
the part that projects to the sweep boundary, as demonstrated in
Figure 10 (right).

6.1.2  Mesh element quality. To discretize a zero-level set in R?,
existing methods typically decompose the space into 4D simplices
and extract the discrete iso-(hyper)surface within each simplex.
This results in a collection of 3D simplices (i.e., tetrahedra), which
are then used to compute the triangulated iso-surface of another
function (e.g., by Marching Tetrahedra). However, 4D iso-surfacing
using simplices may create tetrahedra with poor shape quality, such
as those with short edges and small dihedral angles, which in turn
leads to low-quality triangles after 3D iso-surfacing. We demonstrate
this issue on a rigid sweep example (a sphere moving along a spiral)
in Figure 11 (top-left) using a uniform 4-simplex grid. Note that the
mesh produced by 4D and 3D iso-surfacing in this way contains
numerous near-degenerate triangles (see also the triangle quality
histogram on the far right). Such triangles may lead to numerical
issues in downstream tasks, including computing the arrangement.

One way to improve the quality of iso-surface triangles extracted
on a 3D grid is by “snapping” the grid vertices to the iso-surface.



While this approach can eliminate near-degenerate triangles ex-
tracted on a well-shaped tetrahedral grid [Labelle and Shewchuk
2007], it is less effective if the grid tetrahedra have poor shapes
themselves, like those produced by iso-surfacing over 4D simplices.
As shown in Figure 11 (bottom-left), while snapping reduces the
number of low-quality triangles, many degenerate triangles remain.

We will describe a new 4D iso-(hyper)surfacing algorithm that
produces mostly well-shaped tetrahedra. Our algorithm leads to
better-shaped triangles after 3D iso-surfacing and grid snapping, as
shown in Figure 11 (middle).

6.2 Overview

Instead of simplices, we decompose R* into 4D columns, each ex-
truding in the time direction a tetrahedron in a given 3D tetrahedral
grid. The choice is motivated by our observation made above that
the lifted envelope tends to avoid where the silhouette set “folds” in
time (i.e., its own silhouette). As a result, the part of the silhouette
set containing the lifted envelope is more likely to intersect “trans-
versely” with a column, meaning that the intersection is a collection
of 3D tetrahedral cross-sections of the column. As the 3D projection
of such a cross-section is the tetrahedron from which the column is
extruded, and assuming the given tetrahedral grid is well-shaped,
we can obtain mostly well-shaped tetrahedra by using the columns
as the units for 4D iso-surfacing.

Specifically, our algorithm takes in a “3.5D” representation of a
4D grid, which consists of a 3D tetrahedral grid and a sequence of
time stamps at each grid vertex (grid generation will be discussed
in the next section). We proceed in two steps to compute the lifted
envelope:

(1) Marching columns (Section 6.3): For each tetrahedron and the
time stamps at its vertices, compute the discrete zero-level
set of the silhouette function g within the column as a set of
polyhedra (mostly tetrahedra).

(2) Marching polyhedra (Section 6.4): For each polyhedron gener-
ated in the previous step, compute the discrete zero-level set
of the sweep function f as triangles.

To ensure the outward orientation of the lifted envelope, and fol-
lowing the rule stated in Section 4.2, we orient each polyhedron
(resp. triangle) towards the part of the column (resp. polyhedron)
where g (resp. f) is positive.

We illustrate our algorithm in 2D on our running example; see
Figure 12. The input is a uniform triangular grid with uniform
time samples at each grid point. Each column takes the shape of
a prism that extrudes a triangle in time. Column-marching pro-
duces oriented polygons in each column that collectively form a
consistently oriented polygonal surface in 3D, approximating the
silhouette set (see (a)). Note that the majority of polygons are trian-
gles (colored green/gray on the front/back sides) whose projections
in 2D are grid triangles, with only a few multi-sided polygons (col-
ored red on both sides) where the silhouette set “folds” and hence
intersects the columns non-transversely. Polyhedron-marching (or
rather, polygon-marching in 2D) on this polygonal surface produces
a closed polyline that approximates the lifted envelope (see (b)). Note
that the lifted envelope largely avoids the multi-sided polygons.
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(b) Polyhedron-marching

Fig. 12. Computing the lifted envelope of a 2D sweep. (a): The silhouette
set (a surface in 3D), consisting of triangles (green/gray on the front/back)
and multi-sided polygons (red/blue), computed by marching 3D columns
extruded from 2D triangles on a grid. One column (yellow) is highlighted,
showing the time stamps (dark/light balls for negative/positive g) and the
extracted silhouette polygons. (b): The lifted envelope (black curve) com-
puted by marching the silhouette set polygons.

6.3 Marching columns

To extract the polyhedral iso-surface of g in the 4D column of a
tetrahedron s, we visit elements of s at increasing dimensionality and
produce polyhedral elements at the corresponding dimensionality.
To avoid ambiguity, we shall call elements of s t-vertices, t-edges,
and t-faces, and polyhedral elements p-vertices, p-edges, and p-faces.
We shall refer to the extrusion of a t-vertex, t-edge, and t-face in
time as a timeline, time-quad, and time-prism. We assume that s
is positively oriented; that is, each t-face is oriented towards the
remaining t-vertex. We proceed in the following steps.

(1) For each t-vertex x, create p-vertices at the intersections of
the silhouette set with the timeline of x. This is done by
evaluating f”(x, t) at the time stamps of x and computing
the zero-crossing times between successive time stamps with
opposite signs by linear interpolation. Recall that g extends
f’(x,t) by =1 for all t < 0 and 1 for all ¢ > 0 (Equation 3).
Accordingly, we add a zero-crossing time at 0 if f’(x,0) > 0
and at 1if f’(x,1) < 0 (see Figure 13 (a)). As such, there
are always an odd number of zero-crossings on the timeline.
We create one p-vertex {x, t} for each zero-crossing time ¢.
Intuitively, these p-vertices divide the timeline of x into time
intervals with alternating signs of g.

(2) For each directed t-edge {x,y}, connect the p-vertices on
the timelines of x and y into directed p-edges. Since each
timeline has an odd number of p-vertices, their total number is
even. We sort the p-vertices by their time values and connect
every consecutive pair into a p-edge. Intuitively, these p-
edges partition the time-quad of {x, y} into regions, such that
each region connects overlapping time intervals on the two
timelines with the same sign of g (see Figure 13 (b)). We say a
region is positive (resp. negative) if it connects positive (resp.
negative) time intervals. We direct each p-edge so that the
region on its left is positive when the time-quad is drawn on
the left of the directed edge {x, y}.

(3) For each oriented t-face {x, y, z}, form directed cycles from
the directed p-edges on the time-quads of t-edges {x,y},

ACM Trans. Graph., Vol. 44, No. 6, Article 248. Publication date: December 2025.
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Fig. 13. Processing a t-vertex (a) and a t-edge (b) in column-marching. Light
(resp. dark) dots, segments, and polygons are positive (resp. negative) time
samples, timeline intervals, and time-quad regions. Red dots and arrows are
p-vertices and directed p-edges.

—

(c)

Fig. 14. Examples of processing a t-triangle in column-marching. Red dots
and arrows are p-vertices and p-edges obtained by vertex and edge process-
ing (see Figure 13). A p-face may be triangular (green/gray on the front/back)
or multi-sided (red/blue on the front/back). The cycle made up of two iden-
tical p-edges with opposite directions in (b) does not yield a p-face.

{y,z}, and {z,x}. Each cycle with three or more p-edges
becomes a p-face (see Figure 14). Non-triangular p-faces
arise when the silhouette set intersects the column non-
transversely (e.g., Figure 14 (b,c)). The directions of the p-
edges ensure that the p-faces are oriented towards the space
in the time-prism of {x, y, z} where g is positive.

(4) Identify connected components of p-faces in the time-prisms
of all t-faces of s. Each connected component containing three
or more p-faces becomes a polyhedron.

The column-marching procedure guarantees that the output poly-
hedral mesh is topologically manifold at the polyhedral faces (i.e.,
p-faces), in the sense that each p-face a is incident to exactly two
polyhedra unless a is at the domain boundary. These two polyhedra
correspond to the two tetrahedra in the input grid sharing a t-face
b whose time-prism contains a, unless b is on the boundary of the
tetrahedral grid. While a polyhedron may be geometrically self-
intersecting (e.g., the spiral-like p-face in Figure 14 (c)), this poses
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Fig. 15. Connecting zero-crossings (red dots) on directed edges (black ar-
rows) of a polyhedral face into directed segments (red arrows) during polyhe-
dral marching, showing two opposite sign configurations at the polyhedral
vertices (light or dark gray dots). Each directed segment starts at a —+
zero-crossing and ends at a +— zero-crossing.

no problem to our method as all self-intersections on the envelope
will be eventually resolved by computing the arrangement.

6.4 Marching polyhedra

To extract the triangulated iso-surface of f inside a polyhedron p,
we follow the standard tracing-based approach while taking care to
orient the resulting triangles towards the space in the polyhedron
where f is positive.

First, we compute a zero-crossing of f on each edge of p (i.e., a
p-edge). To improve surface smoothness, we approximate f along a
p-edge by cubic Hermite interpolation of the values and gradients
of f at the p-vertices, and then locate its root using Halley’s method.
Next, zero-crossings on each oriented p-face are connected into
direct segments. Specifically, given a directed p-edge {a, b} with a
zero-crossing, we label the zero-crossing as —+ (resp. +-) if f(a) <
0 (resp. > 0). We trace the ordered p-edges bounding the p-face
and form a segment from each —+ zero-crossing to the next +—
zero-crossing (see two examples in Figure 15). Then, the directed
segments on all p-faces of p are connected into directed cycles, which
are triangulated if the cycle has more than three segments. Finally,
the triangles are projected to 3D by dropping the 4th coordinate
from each zero-crossing.

The polyhedra generated by column-marching, particularly those
around the lifted envelope, are mostly tetrahedra identical to those
in the input grid. Polyhedral marching in these tetrahedra reduces
to the standard Marching Tetrahedra. We use grid-snapping [Labelle
and Shewchuk 2007] (with snapping threshold 0.1 of the edge length)
to remove near-degenerate triangles and improve overall triangle
quality, as shown in Figure 11 (middle).

7 Adaptive grid generation

The surfacing algorithm described in the previous section relies on
an input grid that samples both space and time. Due to the high
dimensionality, uniform sampling could easily lead to an excessive
grid size that is expensive to store or process. To make our method
practically useful, it is important to be able to adapt the sampling
density and only use more samples where we need them; that is,
around the lifted envelope in R*, and particularly its subset that
projects to the sweep boundary in R3. In addition, the grid should



contain well-shaped tetrahedra around the sweep boundary, so that
surfacing produces well-shaped triangles.

We describe an adaptive grid generation algorithm that meets
these demands. Our algorithm heavily borrows from the work by
[Ju et al. 2024], which employs iterative refinement to create an
adaptive, simplicial grid with well-shaped simplices for the purpose
of discretizing the intersection of multiple implicit surfaces. We
tailor their algorithm to work with our 3.5D grid representation and
the two-step surfacing algorithm.

7.1 lterative refinement

The grid is generated in a coarse-to-fine manner. Starting from a
coarse, initial grid that consists of a uniform tetrahedral mesh and
uniform time stamps at each vertex, we refine the grid both spatially
and temporally. We adopt the longest-edge bisection approach for
spatial refinement [Plaza and Rivara 2003; Rivara 1991]. Specifically,
given a tetrahedron whose longest edge is {x, y}, we insert a new
vertex z at the midpoint of {x, y}, which splits every tetrahedron
incident to the edge into two smaller tetrahedra. The time stamps at
z are defined as the union of those on x and y. Similarly, for temporal
refinement, we split a time interval between two time stamps at a
vertex by inserting a new time stamp at the middle of the interval.

Spatial and temporal refinements are invoked iteratively. We
prioritize temporal refinement, whenever possible, because the time
samples take less storage and their addition does not affect the
tetrahedral mesh structure. Entities that need to be refined are kept
in two queues, a spatial queue of tetrahedra and a temporal queue
of time intervals. To yield good tetrahedral quality, we follow [Ju
et al. 2024] and sort all tetrahedra in the spatial queue by descending
lengths of their longest edges. Similarly, intervals in the temporal
queue are sorted by descending lengths.

At each iteration, the algorithm pops an interval from the tempo-
ral queue, if it is not empty, or a tetrahedron from the spatial queue
otherwise, and performs a temporal or spatial refinement. Tetrahe-
dra affected by the refinement, such as the newly created tetrahedra
in spatial refinement and those incident to the vertex where a time
interval is refined, are then checked by a set of refinement criteria,
to be explained below. The criteria decide if a tetrahedron, or a time
interval at one of its vertices, should be refined, and the refinable
entity is added to the corresponding queue. The algorithm finishes
when both queues are empty or some termination condition is met.
In our implementation, we stop processing the temporary (resp.
spatial) queue if the longest interval (resp. edge length) in the queue
is smaller than a threshold egjye (resp. €space)-

7.2 Refinement criteria

Given a tetrahedron s, we need to decide if s or the time intervals
at its vertices need to be refined. As our goal is to prioritize samples
around the part of the lifted envelope that projects to the sweep
boundary, our criteria consist of the following ordered list of checks
and actions:

(1) Is s inside the sweep volume? If so, no refinement is needed.
Otherwise,

(2) Does the 4D column of s intersect the lifted envelope? If not,
no refinement is needed. Otherwise,
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Fig. 16. Grid refinement using our method (top), without the approximation
error check (2nd row), without the insideness check (3rd row), and using
uniform refinement (bottom), showing the cross-sectional view of the refined
grids (left) and the resulting envelopes (before computing the arrangement)
in cut-away (middle) and full (right) views. On the left, grid points are
colored by the number of time stamps (red means more).

(3) Can the silhouette set in the 4D column of s be well approxi-
mated by column-marching, up to some error threshold eg;?
If not, s is refined spatially or temporally depending on the
dimension that contributes the most error. Otherwise,

(4) Can the envelope in s be well approximated by polyhedron-
marching and 3D projection, up to some error threshold €eny?
If not, s is refined spatially.

The first two checks determine if s contains a part of the sweep
boundary, the subset of the envelope that does not lie inside the
sweep volume. The last two checks ensure that the output of the
surfacing algorithm - the discrete silhouette set and lifted envelope
- in the column of s has sufficient accuracy. These checks are imple-
mented using the zero-crossing tests and error bounds developed
in [Ju et al. 2024] for simplices, utilizing a simplicial decomposition
of the column of s. The implementation details are in Appendix B.
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As an example, the refined grid for the rolling-ball sweep in Figure
6 is shown in a cross-sectional view in Figure 16 (top left). Note that
the grid is more refined around the sweep boundary, both spatially
and temporally (indicated by colors at the spatial grid points, which
correspond to the number of time stamps). Grid points with more
time stamps are located where different parts of the envelope come
into close contact; this is where the silhouette set intersects more
frequently with the timelines, and thus more temporal samples are
needed (by our second check).

As an ablation experiment, we compare our method with sev-
eral variations in Figure 16 (second to fourth rows). Removing the
last check (on the envelope approximation error) leads to under-
refinement around the envelope, and in turn a less smooth surface.
On the other hand, removing the first check (on insideness with
respect to the sweep volume) results in over-refinement around
interior parts of the envelope that do not lie on the sweep boundary.
Finally, a uniform grid yields a much coarser approximation of the
envelope, even though the grid has a similar number of tetrahedra
as our adaptively refined grid and more temporal samples.

8 Evaluation

We evaluated our method on a variety of 3D sweeps represented by
implicit functions. Our method is implemented in C++. The only
external package we used is the mesh arrangement program by
[Zhou et al. 2016]. All experiments were conducted on a MacBook
Pro with an M4 Pro chip and 48 GB of RAM. Code and data are
available at https://github.com/Jurwen/Swept-Volume.

8.1 Parameters

Our grid generation algorithm is controlled by several parameters,
including the initial spatial-temporal grid, the minimum edge length
€space and time interval €jjme to decide when to stop processing the
spatial and temporal queues, and the thresholds used in the refine-
ment criteria (€ and €eny). We adopt a uniform tetrahedral mesh
created by decomposing a 4% cubical grid using Kuhn’s subdivision,
where each grid point starts with 5 uniformly spaced time samples
(and hence a total of 5* time samples). Surprisingly, this coarse ini-
tial grid is sufficient for all of our examples. Assuming the lifted
sweep volume fits in a 4D unit cube, we fix ejme = 277 and adapts
Espace to the accuracy goal by setting it to be 0.05 * €eny.

The quality of the computed sweep boundary is mainly deter-
mined by &g and €eny, which respectively control the accuracy of
approximating the silhouette set in R* and the envelope in R®. To
obtain more accurate results, both parameters need to be sufficiently
small. A large € leads to a poor approximation of the silhouette
set. This may cause the level set computed on the silhouette set
to deviate significantly from the lifted envelope. Such deviation
manifests as artifacts on the surface, which cannot be resolved by
lowering €eny and often lead to over-refinement, as highlighted in
Figure 17 (top-right). On the other hand, a large €eny produces a
coarse approximation of the envelope, which cannot be improved
by lowering €, as highlighted in Figure 17 (bottom-left). As smaller
thresholds naturally lead to longer running times and larger output
sizes, these two parameters may vary case-by-case depending on
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Fig. 17. Sweep boundaries (Figure 2) computed using different combinations
of grid refinement parameters (€551 and €eny). Boxes highlight over-refined
(red) and under-refined (blue) areas.

the need for accuracy versus speed. We use € € [0.001, 0.005] and
€env € [0.0001,0.0005] in our examples.

8.2 Comparisons and results

We compare our method with the recent method of Sellan et al.
[2021], which works on rigid sweeps (Equation 1) where the brush
is defined by a mesh SDF (computed by libigl [Jacobson et al. 2018]).
Sellan’s method uses root-finding for generating smooth surfaces
and adopts a continuation technique to efficiently trace the surface
on a grid. However, as a volumetric method, it produces blurred
creases and artifacts around closed-by surfaces, as shown in Figures
2 (c) and 6 (c). At a comparable output mesh complexity, our method
produces sharp creases (see inserts in Figure 2 (b)) and can resolve
extremely close surfaces (see inserts in Figure 6 (b)). Increasing the
grid resolution in Sellan’s method reduces, but does not eliminate,
the rounded features and artifacts, while significantly increasing
the output mesh size and running time (Figures 2 (d) and 6 (d)).

A key advantage of our method is that it applies to any general-
ized sweep where the brush may undergo morphological and even
topological changes. To demonstrate the generality, we start with
simple sweeps that morph between a torus and a ball, as in Figure
18, or between one and two balls, as in Figure 19. Observe that the
computed sweep boundaries are rich with voids and sharp creases
(e.g., the inserts in Figure 18 top). A more interesting morph, be-
tween a genus-5 cube and a genus-3 tetrahedron (both as quartic
polynomials [Plantinga and Vegter 2007]), is shown in Figure 20.
The sweep boundary has a complex interior structure, as seen in
the transparent and cut-away views. Besides morphing, we can
change the topology of the brush by offsetting its surface during
sweeping. This is demonstrated in the spiraling and shrinking Fer-
tility model in Figure 1, where the brush genus reduces from 4 to


https://github.com/Jurwen/Swept-Volume
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Fig. 18. Sweep boundaries of a torus morphing to a ball (top) and of a brush morphs back and forth between a torus and a ball (bottom) along spatial curves.
The boundaries and cut-away views are shown both with and without marking the feature curves. The inserts zoom in on two sharp corners.

[}
{J #v: 79,721

- #t: 159,838
12.5 sec

Sweep Boundary

Fig. 19. A sweep that splits and merges.

0, and in the rolling and expanding wire ball in Figure 21, where
the genus changes from 41 to 29. Observe that the computed sweep
boundaries, equipped with sharp creases, exhibit complex geometry
and topology (the rolling-ball sweep has 110 cavities).

Another example of a generalized sweep is the composition of
multiple sweep functions using operators such as (soft) min and max,
effectively performing boolean operations on their sweep volumes.
We show a few sweeps defined in this way in Figure 22, inspired by
a similar example in [Marschner et al. 2023]. Each sweep is defined
by a soft-min (i.e., union) of two rigid sweeps (sweeping a sphere
and a star). Observe that our method produces sharp intersections
between the two rigid sweeps as creases, in addition to the sharp
features on each component rigid sweep.

8.3 Performance

Our method takes between seconds to minutes for the examples
shown in this paper (see notes in the figures). The runtime is domi-
nated by grid generation, where the main factors are the time for
each evaluation of the sweep function (and its gradient) and the

geometric complexity of the sweep boundary. In addition, more
stringent (lower) thresholds in the grid refinement criteria lead to
more refinement and hence longer runtime. Figure 23 (left) plots
the runtime of various steps of our algorithm as a function of the
decreasing €eny on the sweep in Figure 2. Observe that the timing
for all steps exhibits a polynomial increase, which correlates with
the growth in the number of geometric elements being generated,
as plotted in Figure 23 (right).

9 Conclusion and discussions

We presented a new method for computing sweep volumes in 3D.
Motivated by a novel characterization of the sweep boundary, our
method combines both volumetric and mesh-based approaches to
produce watertight, intersection-free surfaces that better approxi-
mate the geometric and topological features of the sweep boundary
than existing methods. In addition, our method extends the scope
of current methods to sweeps with changing shape and topology.
Our method has several limitations. First, our method does not
guarantee to recover the correct topology of the sweep boundary,
nor can we establish a geometric error bound. This is due in part to
the top-down grid refinement algorithm, which may fail to suf-
ficiently refine in some regions, for example, where the sweep
function exhibits significant variations. Furthermore, our mesh-
ing algorithm may produce large errors near the singularities of the
envelope (even though they are rare on the sweep boundary). Better
grid refinement may be achieved by using higher-order local approx-
imations in the refinement criteria, while explicitly modeling the
envelope singularities could further improve the meshing accuracy.
Second, computing the arrangement of the envelope surface explic-
itly as meshes can become time-consuming for complex sweeps. As
the envelope is defined and computed implicitly in our method (as
intersections of 4D level sets), utilizing implicit arrangement meth-
ods [Du et al. 2022] is a natural step towards improving scalability.
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#v: 957,302

\_ . #t: 1,934,076
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Fig. 20. Top-left: A genus-5 cube morphed into a genus-3 tetrahedron along
the same zig-zag path as Figure 19. Rest: The time-colored sweep boundary
with sharp creases (top-right), in transparency (bottom-left), and a cut-away
view (bottom-right).

Doing so will also maintain an implicit representation throughout
our method, making our output ready for applications like CSG and
offset. Finally, we will explore further generalization of our method,
for example, to piecewise smooth implicit functions (e.g., a CSG
shape with sharp edges) and sweeping in a multi-parameter domain
(e.g., over a surface) instead of a single parameter (time).
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A Proof of Theorem 4.1

We consider a smooth sweep function f(x,¢) : R” x [0,1] —» R
satisfying the genericity conditions in Section 4. We define a layer
at a point x € R" as a continuous range of ¢+ € [0, 1] such that
f(x,t) < 0. We call the number of layers at x its layer count, and
we are interested in characterizing points with layer count 0. The
boundary of the set of all such points is the sweep boundary.

Our first observation is that, as x travels in R", its layer count
changes only when x crosses the envelope. Assuming that x avoids
the singularities and self-intersections of the envelope, the layer
count of x can only change at one of the following “critical” events:

(1) A layer appears or disappears at time 0.

(2) A layer appears or disappears at time 1.

(3) A layer appears or disappears at some time ¢ € (0, 1).

(4) Two layers merge, or one layer splits into two, at some time

t€(0,1).

In the first event, f(x,0) = 0 but f(x,€) > 0 for any sufficiently
small e, implying that f’(x,0) > 0. As a result, {x,0} is on the
bottom cap. Similarly, in the second event, {x, 1} is on the top cap.
In the last two events, the function fi(s) = f(x,s) has a critical
point at s = ¢. In other words, f/(x, t) = 0. Since f(x,t) =0, {x, t}
must be a contour point. In all events, x is the projection of some
point on the lifted envelope, which is the union of the contour,
bottom and top caps, and so x is on the envelope.

We next show that the exact change in the layers at these critical
events depends on the direction of movement and the derivatives
of f at the event location. Consider a regular envelope point x (i.e.,
away from self-intersections and singularities). Since there exists a
unique time ¢ € [0, 1] such that {x, t} is on the lifted envelope, only
one of the critical events above happens at x. Let V4 f(x, t) be the
first n components of the gradient Vf at {x, t}. Note that V f(x, t)
is normal to the envelope at x. Now, consider another point y € R”
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Fig. 24. Change in the layers (red vertical segments) of a moving point y at
different critical events, as y moves past an envelope point x projected from
a point on the bottom cap set (1), top cap set (2), or the contour set (3,4).
Regions with positive (resp. negative) f are colored light blue (resp. red).

that moves past x in some direction v, such that v - V4 f(x,t) < 0.
As illustrated in Figure 24, the change in the layers of y depends on
t and, in some cases, the second-order time derivative f”:

(1) t = 0: a new layer appears at time 0.

(2) t = 1: a new layer appears at time 1.

(3) 0 <t <1land f”(x,t) > 0: a new layer appears at time ¢.

(4) 0 <t < 1land f”(x,t) < 0: two layers merge at time .
Observe that the layer count increments by 1 in the first three cases,
but it decrements by 1 in the last case.

We will show that the outward orientation of the envelope defined
in Section 4.2 has the following property: for any regular envelope
point x projected from the lifted envelope point {x, t}, the outward
normal at x is parallel to =V f(x,#) if 0 < ¢t < 1 and f”'(x,t) <0
(i.e., the last case above), and parallel to V f(x, t) otherwise. With
this property, a point that moves across the regular part of the
envelope from the “outside” to the “inside”, as determined by the
outward normal at the crossing point, always sees its layer count
increased by 1.

To formalize this property, we denote by nr, ng the normalized
gradient of f,g at {x,t}, and 7 = {0, 1} the unit vector along the
positive time axis. Note that ny = 7 if t = 0 or 1, as {x, ¢} lies on the
bottom or top cap sets, and ng = Vf’(x,t)/|Vf’(x, )| otherwise.
As a result, ng -t < Oifand only if 0 < t < 1and Vf'(x,t) - 7 =
f"(x,t) < 0.Let T be an orthonormal tangent basis of the lifted
envelope at {x, t}, % be its projection, which is a tangent basis of the
envelope at x, and nig be the projection of ny (by removing the last
coordinate of nr). Note that ny is parallel to Vx f (x, t). Therefore,
det({Z, ng}) > 0 (resp. < 0) implies that, in R”, the orientation
represented by the tangent basis ¥, is consistent with (resp. opposite
to) the normal vector Vy f(x, t). We can now restate the property
above as:

ProrosITION A.1. IfY is an outward tangent basis, then

sign(det({Z, ng})) = sign(ng - 7)



ProOF. By the definition of outward basis in Section 4.2,
det({Z,ng,ng}) > 0.

If {x, ¢} lies on a cap set (i.e., t = 0 or 1), then ny = 7 = {0, 1}. Since
the matrix {3, ng} is the upper-left block of the matrix {Z, ns, ng},
and by the definition of determinants,

det({Z,7i7}) = det({Z, np,ng}) > 0.

Thus the proposition holds, as ng - 7 = 1 is also positive.
Otherwise, {x, ¢} lies on the contour set, where f”(x, {) = 0 and

hence ny - 7 = 0. Let ny be the projection of ny onto the hyperplane

orthogonal to ns (i.e., the tangent plane of the zero-level set of f),

ng=ng—(ng-ng)*ng.

Observe that n; - T =ng - 7. Since ny and (nf - ng) * ny are linearly

dependent,

det({Z, np, ng}) = det({=,ng,ng}) > 0.
Let n; = n;/|n;|. Note that n; - 7 has the same sign as ng - 7, and
det({Z,ng,ng}) > 0. On the other hand, since ny is orthogonal to

ny, and both are orthogonal to ¥, which itself is an orthonormal
basis, the vectors {2, n £ n;} form a positively oriented orthonormal

basis of R**!, We utilize the property that, for any orthonormal

matrix whose determinant is 1, det(A) = det(D). In our

B
C D
case, A = {3, ng}and D = n; - 7. This implies

sign(det({Z, nr})) = sign(ng - 7) = sign(ng - 7),

which concludes the proof. O

Finally, we relate the layer count to the winding number of the
outward-oriented envelope. The two numbers share several com-
monalities: both are integers; both are constant in any connected
space away from the envelope; both increment or decrement by 1
as a point moves across the envelope, depending on the movement
direction relative to the outward orientation of the envelope; and
both are zero outside of the sweep volume. These commonalities im-
ply that the two numbers have the same absolute value everywhere.
As a result, points with zero layer count are exactly those with zero
winding number. This concludes the proof of Theorem 4.1.

B Implementation of refinement criteria

We detail the implementation of the refinement criteria described in
Section 7.2. We utilize the techniques developed in [Ju et al. 2024]
for checking whether an n-simplex s intersects the zero-level set of
a vector-valued function F : R — RK for k > 1 (or equivalently,
the intersection of the zero-level sets of k scalar functions), denoted
by F~1, and for bounding the error of approximating F~! by linear
interpolation. Specifically, a cubic Bezier simplex F is constructed
by sampling the values and gradients of F at the vertices of s. F is
represented by Bezier ordinates (each is a k-vector) at Bezier control
points located on the vertices, edges, faces, and interior of s. Then
s is considered to intersect F~! if the k-dimensional convex hull
spanned by the Bezier ordinates contains the origin. To bound the
approximation error of of F~! by the zero-level set of the barycentric
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-1
interpolation of values of F at the vertices of s, denoted by F ", the

one-sided Hausdorff distance from F~! to F " is used. This distance
is shown to be upper-bounded by a maximum error evaluated at all
Bezier control points (Equation 14 in [Ju et al. 2024]).

To use these techniques, we decompose the 4D column of a tetra-
hedron s into 4-simplices. These simplices connect the time stamps
at the vertices of s and are constructed using a simple and efficient
routine. After sorting all time stamps in ascending order, we create
the first 4-simplex from the first five time stamps in the sorted list
L. These time stamps include one from each vertex (at time 0) and a
fifth (positive) time stamp at some vertex. We then visit the remain-
der of L in order and, for each newly visited time stamp ¢, build a
4-simplex from ¢ and the highest time stamp at each vertex that has
already been visited. The simplicial decomposition is fast enough
that it can be performed on-the-fly when checking a tetrahedron
for refinement, thus avoiding the potentially large memory cost for
storing these simplices.

We denote the set of 4-simplices constructed above as M. A tetra-
hedral face h of a 4-simplex m € M is said to be horizontal if h
spans time samples from all four vertices of s. By construction, each
4-simplex has exactly two horizontal faces. We call the edge of m
not part of either horizontal face the vertical edge of m. A vertical
edge connects two time stamps at the same vertex.

Given the sweep and silhouette functions f, g, the four checks
in Section 7.2 are implemented by testing zero-crossing and evalu-
ating the error bound using the Bezier simplices of f, g inside the
4-simplices and, in some cases, inside the horizontal tetrahedra. To
avoid sampling the 2nd-order derivatives of f (i.e., the gradient of g)
at the vertices, we construct the Bezier simplex of g by degree-lifting
the derivative of the Bezier simplex of f, which is quadratic, to a
cubic Bezier simplex. The checks are implemented as follows:

(1) s is considered inside the sweep volume if f is negative on
some horizontal face h of some 4-simplex m € M. The latter
is determined by slightly modifying the zero-crossing test in
[Ju et al. 2024]: f is negative on h if all Bezier ordinates in the
cubic Bezier simplex of h are negative.

(2) The column of s is considered to intersect the lifted envelope
if any 4-simplex m € M intersects the intersection of the
zero-level sets of f and g. We call such m a candidate.

(3) We check if the linear approximation error of the zero-level set
of g in any candidate 4-simplex m € M is greater than €. If so,
we compare the maximum error over the Bezier control points
on the vertical edge of m with the smaller of the maximum
errors over the Bezier control points on the two horizontal
faces of m. If the former is greater, a temporal refinement is
needed, and the corresponding time interval of the vertical
edge is pushed into the temporal queue. Otherwise, we push
s into the spatial queue for spatial refinement.

(4) We perform column-marching (Section 6.3) in the column of
s and obtain a set of polyhedra approximating the silhouette
set. We push s into the spatial queue for refinement if there
exists some polyhedron p that intersects with some candidate
4-simplex, and either p is not a tetrahedron or the linear
approximation error of the zero-level set of f in p exceeds
€env after projecting to R3.
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